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PASSWORD HASHING METHODS AND ALGORITHMS
ON THE .NET PLATFORM

Abstract: Web applications, which are widely used to provide services and collect information, have become a major
target for attackers, especially with the emergence of government services that process sensitive data. The .NET software
platform, popular for developing web applications, includes built-in hashing algorithms (HA) and key generation functions
(KDF) to protect passwords. However, these were developed over two decades ago for different levels of threats. More
modern alternatives, such as Bcrypt, Scrypt, and Argon2, offer improved protection against modern GPU, ASIC, and
FPGA attacks, but require third-party implementation. Given the critical role of password protection in protecting user
information, this research investigates the effectiveness of various hashing mechanisms on the .NET platform, which is an
urgent need for securing modern web applications. The subject of study in the article is the features of hashing algorithms
built-in and available in the libraries of the .NET software platform for password protection as the main aspect of user
authentication. The purpose of the work is to compare and analyse the hashing algorithms built-in and available in the
libraries of the .NET software platform for password protection as the main aspect of user authentication. Objectives: to
review built-in algorithms such as MD5, SHA and PBKDF2, as well as third-party implementations of modern key
derivation functions such as Bcrypt, Scrypt and Argon2, and to investigate their performance and cryptographic strength.
Methods used: This included measuring hashing speeds for different password sets and analysing attack resistance using
tools such as Hashcat and data from independent security research. The results show that while built-in algorithms such as
MD5 and SHA256 are fast, they do not provide protection against modern threats such as rainbow table attacks and GPU-
accelerated brute-force attempts. PBKDF2, which is standard in ASP.NET Core Identity, provides better security but is
vulnerable to attacks using specialised hardware. Among the modern algorithms, Argon2 demonstrated the best balance of
security and performance, providing protection against GPU, ASIC, and FPGA-based attacks. Conclusions. The study
concluded that Argon2 is the recommended algorithm for password hashing on the .NET platform, while Berypt is a
suitable alternative for legacy applications. PBKDF2 with a high number of iterations can still provide strong protection. A
promising direction for further research may be to determine whether modern memory-intensive key derivation functions
can be used to improve password security in .NET applications.

Keywords: hash function; hashing algorithm; key generation function; computer systems.

now more actively used to protect passwords, some of

Introduction them are based on HF or encryption algorithms.

Web applications are the most popular means of
providing services and gathering information for many
institutions [1, 2]. Because of their wide distribution,
they are an attractive target for attackers. This is
worsened by the emergence of state services, "DIIA"
and others, which process important confidential
information. Software platform (SP) .NET is a popular
solution for developing web applications. This is
because it has strong industry support from Microsoft,
has quality developer tools, and uses multiple
programming languages. The vast majority of computer
systems (CS) uses passwords to ensure data security [3,
4]. A password is a user-remembered secret [5, 6]
consisting of several typeable characters. Passwords are
secured using hashing and other techniques.

A hashing algorithm (HA) is a mathematical
function that distorts data and makes it unreadable [7].
AHs are one-way programs, so the input cannot be
deciphered by anyone else. Hashing always protects the
input data, so even if someone gains access to the
storage where the hash values are stored, the input data
will remain secure. Hashing is also used for digital
signatures and when indexing data.

Hash functions (HF) also have disadvantages,
because of them, key generation functions (KDF) are

SP .NET has built-in APIs such as MD5, SHA-1,
SHA-2 and the key generation function (KDF)
PBKDF2, which ASP.NET Core Identity uses for
hashing by default. These HAs were created more than
20 years ago for a different level and nature of threats.

There are also more modern KDF alternatives used
for hashing passwords, namely Bcrypt, Scrypt and
Argon2, these HAs promise protection against graphics
processing units (GPUs), application-specific integrated
circuits (ASICs), and user-programmable gate arrays
(FPGA). These KDFs are not built into the .NET
framework, but their implementations can be obtained
from third-party libraries. Due to the fact that password
protection is one of the main aspects of protecting
confidential user information, the study of this
mechanism on SP .NET is an urgent task.

1. Literature Survey

1.1. Features of hashing functions and
algorithms. Hashing functions play an important role in
cryptography  because  they  have  important
characteristics that help in data authentication and
ensure the security of sensitive data such as passwords
[8, 9]. Such HFs are known as cryptographic and their
characteristics include the following [10, 11]:
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- irreversibility;

- determinism;

- resistance to collisions;

- avalanche effect;

- speed.

Irreversibility of HA. HAs are one-way functions —
that is, it is not possible to calculate the input data using
the hash value. This means, it is possible to easily hash
the input data, but it is not possible to extract the input
data from its hash value, until the HA is broken. This is
important because hashes are used to store passwords
on public servers. Since hashing is irreversible,
attackers will not be able to recover the password from
the hash, even if they get their hands on a database of
password hashes. That is why passwords are never
stored in public.

HA determinism. The output length of all HA
results must be the same, regardless of the length of the
input data. This is convenient for allocating space for a
hash value in a data structure, file format, or network
protocol field because you know how long the hash
value is. This also helps prevent attackers from knowing
how large the input value was because all output hashes,
regardless of how long or short the input value is, are of
fixed length and do not change.

Resistance to collisions or collisions of HA. When
hashing, a collision is considered to have occurred when
identical hash values were obtained as a result of
hashing different input data. If the attackers become
aware of the collision, it will be possible to bypass the
CS protection. This is known as a hash collision attack.

Another problem is rainbow tables. Attackers can
create a huge number of precomputed combinations of
input data and their hash values. This table will allow
you to quickly search for input data.

This is why all HAs must be collision resistant.
One way to reduce password hashing collisions and
reduce the risk of rainbow table attacks is to use salting.

Avalanche effect of HA. A feature of hash functions
is that even the slightest change in the input data leads to
a significant change in the output hash value. This
ensures that no one can decipher the original text.

HA speed. Many areas of use of hashing require
high-speed algorithms to calculate the hash value.
However, not all hash functions need to be fast. Some
functionality requires hash functions to be slow. This is
necessary so that it is more difficult for attackers to use the
method of sorting or rainbow tables to obtain input data.

1.2. Key generation functions. KDF is used to
generate one or more cryptographic keys from a closed
input value [12]. KDFs return bytes suitable for
cryptographic operations from passwords or other data
sources using a pseudorandom function. Different KDFs
are suitable for different tasks such as [13]:

- obtaining or stretching a cryptographic key;

- hashing passwords.

In cryptography, key stretching techniques are
used to make a potentially weak key, usually a
password or passphrase, more secure against an iterative
attack by increasing the resources, time, and possibly
space required to test each possible key. Human-
generated passwords or passphrases are often short or

predictable enough to make passwords easy to crack,
and key stretching is designed to make such attacks
more difficult by making the basic step of trying to pick
a single candidate password more difficult. Key
stretching also improves security in some real-world
applications where the key length was limited by
simulating a longer key length from the perspective of
an attacker using an iterative method.

When storing passwords, it is advisable to use an
algorithm that requires high computational costs. Users
would only need to calculate it once, while attackers
would need to do it billions of times. An ideal password
store with KDF would be demanding on both
computational and memory resources [13].

Different KDFs have different additional
parameters such as duty ratio and context information
fields.

At a minimum, KDF for hashing passwords has
the following parameters [14]:

- incoming data;

- salt;

- number of iterations or work factor.

KDFs with adjustable duty ratios are used to store
passwords. KDF is better than simple HF even with the
use of salt, because the work factor can be chosen in
such a way as to make an exhaustive search in the space
of probable passwords expensive (Fig. 1).

Incaming Number of
data iterations
Zalt Ahash function or
other algorithm [

Hazh value <

Fig. 1. General view of the key generation function

Therefore, for SP .NET, it is an urgent task to
establish the most optimal algorithm for password
protection. The work analyzes built-in algorithms,
namely HF MD5, SHA and KDF PDKDF2. Among the
algorithms that are not built into SP.NET, the following
KDFs are selected:

- Becrypt;

- Scrypt;

- Argon2.

Data AH was chosen according to the
recommendations of the OWASP organization
regarding password protection [15]. Indicators based on
which analysis will be performed [16]:

- minimum, maximum and average hash value
calculation speed;

- the time required to obtain the input value by the
method of complete enumeration.
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1.3. Built-in hash functions and key generation
functions. Hashing functions are represented as classes
in the namespace System.Security.Cryptography SP
.NET:

- MD5;

- SHAL,;

- SHAZ256;

- SHAZ384;

- SHAb12.

These abstract classes are derived from a class
HashAlgorithm. To calculate the hash value using these
functions, the following steps are required [17]:

- instantiate the hash algorithm. You can choose
from MD5, SHA1, SHA256, SHA384 and SHA512;

- call the ComputeHash method, passing an
array of bytes. A byte array can be derived from any
raw data;

- the ComputeHash method, upon successful
execution, will return a byte array representing the hash
value.

After a successful ComputeHash execution, the
byte array of the hash value can be converted to another
type for more convenient storage.

Key generation functions are presented as classes
in the System.Security.Cryptography  namespace
SP.NET (Fig. 2):

- PasswordDeriveBytes;

- Rfc2898DeriveBytes.

System. Security.Oryprography.HashAlgarithm I

—IS‘,‘s1ern.5._=:urit5-.{rg'plm]rap-hy.r-'IDS i

System. et CryptographyeMOSCryproServiceProvider I

—I System.Security. Cryprography.SHAT i

System SecunnyCryprography SHATCryproSerdceProvides I

System.Security.CryprographyEHA 1 Managed i

—I Systern Security.Cryptography SHAZ 56 I

System.SemnLCryprographySHAZ SeManaged |

—I Systemn Security. Cryptography SHAZE4 i

System. SequritCrypiographySHAZE4Managed I

_I Systern Security. Cryptography SHAS12 i

System SecuringCryprography SHAS T2Mamaged l

—I System. Security. CryptographyKeyedHashi lganithm I

Fig. 2. Built-in hashing functions

Rfc2898DeriveBytes is an implementation of the
PDKDF2 AX and is used by default in applications
using ASP.NET. The implementation of the algorithm,
depending on the environment where the application is
deployed, is selected using the KeyDerivation.Pbkdf2
wrapper class from the Microsoft. AspNetCore.Crypto-
graphy.KeyDerivation namespace.

The conducted analysis of built-in HF shows that
in SP.NET built-in HA passwords that provided
sufficient protection at the time of their creation. But
since then, the demand for password protection has
increased [18-20].

HF MD5 has been cracked, but is still used by a
large number of CS. HFs of the SHA family can provide
protection against attackers with limited capabilities, but
by default are vulnerable to attacks using rainbow
tables. The PBKDF2 algorithm, which is a standard
means of hashing passwords in .NET, like other classic
HFs, is vulnerable to attacks using GPUs, ASICs, and
FPGAs that were not widespread at the time of their
creation. To protect against these threats, more modern
algorithms are proposed, the implementations of which
are not built into SP.NET.

2. Current key generation functions

Although the PBKDF2 key function has
advantages over MD5 and SHA, it also has the
disadvantage that it is not resistant to brute-force attacks
using GPUs and ASICs, because PBKDF2 uses a
relatively small amount of RAM and can be computed
on GPUs or ASICs.

Modern key generation functions such as Bcrypt,
Scrypt, and Argon2 are designed to be resistant to
dictionary, GPU, and ASIC attacks. These functions
generate a key from a password and require a large
amount of memory, which does not allow for fast
parallel computations on GPUs or ASICs.

Algorithms such as Bcrypt, Scrypt, and Argon2 are
considered more secure key generation functions
because they require:

- salt;

- alarge number of iteration iterations;

- alot of CPU resources;

- alarge amount of RAM.

This makes it very difficult to develop hardware to
significantly accelerate password cracking. Modern
computer computing is more limited by the speed of
memory, SO memory access is the bottleneck of
computing [21, 22]. Faster access to RAM will speed up
calculations.

When deriving a key from a given password uses a
lot of CPU resources and a lot of RAM, password
cracking is slow and inefficient, even with very good
password cracking hardware and software. The purpose
of modern key generation functions is to make it
virtually impossible to perform a brute-force attack.

2.1. Berypt key generation function. Berypt is an
adaptive HF based on the Blowfish symmetric block
cipher cryptographic algorithm. It uses a key factor that
governs the hashing cost, which is the most prominent
feature of Bcrypt. This provides an opportunity to
increase the cost — time and computing costs of hashing
in the future when CSs become more powerful.

Berypt uses a 128-bit salt and encrypts a 192-bit
magic value. The Bcrypt algorithm encrypts the input
password according to the established key factor using
Blowfish. It takes advantage of the expensive key setup
in eksblowfish [23].

Berypt was created at the same time as PBKDF2,
the use of the Blowfish cipher at its core makes Bcrypt
slower and more secure than PBKDF2 against brute
force attacks, also Bcrypt requires more memory than
modern GPU computing units have. But Bcrypt remains
vulnerable when using ASICs and FPGAs. One of its
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drawbacks is the input data size limit of 72 bytes. Using
longer passwords will require prior hashing with a
different algorithm. There are a large number of

implementations of this algorithm in the SP .NET
libraries, they have a significant number of downloads
and most were updated in 2022 (Fig. 3).

' BCrypt by fabian Viless, 411K downlosds
® barypt is an encryption utiity implementing the Blowfish cipher.

'& BCrypt.Net-Next by Chiis McKee Ryaa . Emer, Dammsen Miker, 9.21M downloads an3
Afued enhanced and namespace compatible version of BCrypt.Net port of jBCeypt implemented in C2. 1t uses a varant of the Blowfish encryptson algonthm’s
keymng schedule, and mtroduces » work factor, whach allows you to determine how expenteve the hash functicn will be, allowing the aigonthm to be "future-p..

100

. BCrypt-Official by rdez, 2.36M downloads

' BCrypt.Net by Vadim Chekan, 905K downloads
C®  pont of BCrypt ibeary to CF

.s BCrypt.Net-Core by Steve Donaghy (donaghy steve@goog lLcom), 4.28M downloads 160
BCrypt Net .net Coce Class Libtary
' Pinvoke.BCrypt @ by Andrew Amctt, 5.5M downloads o1
C® 1/ invoke methods for the Windows BCeypt i,
S 01109

A Net port of BCrypt implemented in C2, %t uses a vanant of the Blowfish encryption algorithm's keying schedule, and introduces a work factor, which allows
you to determine how expensive the hash function will be, allowsng the algorthm to be “future-proof”.

Fig. 3: Implementations of the Bcrypt algorithm in the libraries of the .NET software platform

2.2. Scrypt key generation function. Scrypt is a
secure cryptographic key generation function The Scrypt
algorithm is described in the Internet standard RFC 7914.
It is memory intensive and designed to prevent attacks
using GPUs, ASICs and FPGAs, highly efficient
password cracking hardware. The Scrypt algorithm takes
several input parameters and outputs a derived key as
output. The Scrypt parameters are as follows:

- the number of iterations affects memory and
processor usage;

- block size affects memory and processor usage;

- the parallelism factor, threads are executed in
parallel, affects the amount of memory and processor load,;

- input password, a minimum length of 8-10
characters is recommended;

- target generated random bytes, minimum 64
bits, 128 bits recommended;

- length of the generated key, how many bytes to
generate as output data.

Memory access in Scrypt is performed in a strictly
dependent order at each step, S0 memory access speed is
the bottleneck of the algorithm.

When properly configured, Scrypt is considered a
highly secure key generation function, so it can be used
as a general-purpose password hashing algorithm for,
for example, encryption of wallet, file, or application
passwords. Scrypt is popular in cryptocurrency
validation schemes, primarily Litecoin as well as
Tenebrix and Dogecoin, and inspired the design of one
of the winners of the Argon2d password hashing contest
[24]. On the other hand, large memory requirements
make this algorithm unpopular for password protection
in most resource-constrained applications.

This algorithm has a small number of
implementations on SP .NET, they have a small number
of downloads and most were updated more than 5 years
ago, which creates risks when using this algorithm

(Fig. 4).

' SCrypt by James F. Belinger, 309K downloads

Scrypt.NET by Vinicius Choele, 332K downloads
A NET implen of serypt alg

P

6’

Scrypt implementation for dotnet core

@

scrypt key-derivation function in mixed-mode assembly for NET

CryptSharpOfficial by James F. Bellinger, 829K downloads

This subset of CryptShaep contains only its SCrypt and any-HMAC PEKDF2 functicaakty.
if you need these algorthms for purposes unrelated to passwords, this package may be sufficient foe you. If you are dealing with passwords, use the “CeyptSh...

Norgerman.Cryptography.Scrypt by Neegerman, 311K downloads

Replicon.Cryptography.SCrypt by Replicon Inc., 92.2K downloads

2002

130

230

11613

210

E.

CryptSharp peovides a number of password crypt algorithms - BCrypt, LDAP, MDS5 (and Apache's htpasswd vanant), PHPass (WordPress, phpBB, Drupal),
SHA256, SHAS12, and Tradtional and Extended DES. Additionally it includes Blowfish, SCrypt, and PEXDF2 for any HMAC (NET's buikt-in PBKDF2 implementati...

Fig. 4: Implementations of the Scrypt algorithm in the libraries of the .NET software platform

2.3. Argon2 key generation function. Argon2 is a

state-of-the-art secure key generation function that is
ASIC and GPU resistant. It has better resistance to

password cracking, when properly configured, than
PBKDF2, Bcrypt, and Scrypt, for similar CPU and
RAM usage configuration parameters.
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Argon2 was designed with the following primary
goal in mind: to maximize the cost of exhaustive search
on non-x86 architectures, so that moving even to
dedicated ASICs would not provide a significant
advantage over performing exhaustive search on a
desktop [17].

The Argon2 function has several options:

- Argon2d, provides strong protection when
using the GPU, but has potential side-channel attacks
(possible in very special situations);

- Argon2i, provides less protection when using
the GPU, but does not have side-channel attacks;

- Argon2id is recommended because it combines
Argon2d and Argon2i.

This algorithm has a small number of
implementations on SP .NET, which can be explained
by the novelty of the algorithm, but there are
implementations with a significant number of
downloads and updates in 2022 (Fig. 5).

‘@B Konscious.Security.Cryptography.Argon2 by Keef Aragon, 1.18M 13
An implementation of Argon2 winner of PHC

.  Isopoh.Cryptography.Argon2 by Michael Heyman, 648K downloads 1112
Argon2 Password Hasher written in C2. Uses
isopoh.Cryptographry.Blake2 for hashing and

'@ Liphsoft.Crypto.Argon2 by Kevin Spinar (Afpha), 47K downlcads 15
A NET wrapper to invoke 2 C implementation of Argon2.

Fig. 5. Implementations of the Argon2 algorithm
in the libraries of the .NET software platform

2.4. Security of implementations of third-party
hashing functions. The security and absence of errors
in the built-in hash functions is guaranteed by the
Microsoft corporation, which supports SP .NET. The
HA considered in this section are not built into the .NET
software platform and their implementation must be
obtained from the SP libraries.

The security of libraries is solely the responsibility
of its developer, and if the library is not already popular,
updates of such libraries will not be regular, which
excludes the possibility of quickly fixing vulnerabilities.
Statistically, among the vulnerabilities of SP .NET
libraries, vulnerabilities of a high degree of seriousness
make up 70.7% of the total number, and their correction
by developers is extremely important [5].

Among the algorithms that are being considered,
implementations of the Scrypt algorithm are raising
doubts about their security.

Alternative HAs promise more reliable protection
against overrun attacks than PBKDF2, which is the
standard SP .NET defense. Modern algorithms are also
designed to protect against attacks using GPUs, ASICs,
and FPGAs, but this protection requires more
computing time and CS resources.

3. Methodology

3.1. Hash speed comparison. To analyze the
speed, the average, minimum and maximum time spent

on calculating the hash value using the studied
algorithms was measured. The hash value was
calculated for several sets of passwords:

- set of 1,500 worst passwords;

- set 2, 10,000 most common passwords;

- set 3, 20 high entropy generated passwords
include lowercase and uppercase letters, numbers and
other characters, length 8 characters;

- set 4, 20 high entropy generated passwords
include lowercase and uppercase letters, numbers and
other characters, length 12 characters;

- set 5, 20 high entropy generated passwords
include lowercase and uppercase letters, numbers and
other characters, length 15 characters.

The calculation time of the key generation
functions depends on the function parameters. The
current parameters were obtained from the resources of
the organization OWASP, an open project on the
security of web applications.

The following parameters were selected for key
generation functions:

- PBKDF2 (on order), correspond to the
configuration in ASP.NET Core ldentity. Number of
iterations 10000, salt size 128 bits, hash size 256 bits;

- PBKDF2 (recommended), modified according
to recommendations. Number of iterations 310000, salt
size 128 hits, hash size 256 bits;

- Becrypt, the parameters are left unchanged
because the operating factor is set by default to 11,
which exceeds the recommended 10;

- Scrypt (degree of parallelization 1), degree of
parallelization 1, block size 8, memory size 64 MiB;

- Scrypt (degree of parallelization 4), degree of
parallelization 4, block size 8, memory size 16 MiB;

- Argon2 (1 iteration), degree of parallelization
1, minimum number of iterations 1, minimum memory
size 37 MiB;

- Argon2 (2 iterations), degree of parallelization
1, minimum number of iterations 2, minimum memory
size 15 MiB.

Hashing and measurements were performed on a
CS with an AMD Ryzen 7 6800H CPU and an NVIDIA
GeForce RTX 3050 Ti Laptop GPU. Operating system
CS Windows 11, version SP .NET 6. .NET and Visual
Studio diagnostic tools were used to measure metrics
2022.

As a result of hashing the sets, files with hash
values and calculation metrics were obtained. For
demonstration, the results for Argon2 AX are given
(Fig. 6).

The obtained hash values were used for security
analysis, and the metrics allowed us to compare the
speed.

For all sets of passwords, measurements of the
average, minimum and maximum time to calculate the
hash value were performed. The analysis was performed
on the average value of the results for all sets, the graph
for the relative comparison of the HA speed is shown
below (Fig. 7). A detailed comparison of the hash value
calculation results for each HA and its set parameters
provides the average time, minimum and maximum
time in nanoseconds (Table 1).
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Fig, 6: Calculated hash values and calculation metrics
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Fig. 7. Average password hash rates for all sets

Table 1 — Metrics for calculating hash values in nanoseconds

Metrics Minimum time Average time Maximum time
MD5 320 14042.2 395240
SHA256 180 1123.2 532380
PBKDF2 (by default) 2001580 2178747.4 4974460
PBKDF2 (recommended) 66961080 70902501 90793120
BCRYPT 119422860 121843986.8 140523459.6
SCRYPT (degree of parallelization 1) 31593020 34807792.4 52724700
SCRYPT (degree of parallelization 4) 31740859.8 34016152.6 49895700
ARGONZ2 (1 iteration) 41610720 47300997.6 70995859.8
ARGON?2 (2 iteration) 33106679.8 37634215.2 78174880

From the measurement results, it can be seen that common passwords, the Rockyou dictionary was used,
classical HF and PBKDF2 with default parameters are  this dictionary contains 32 million passwords that were
very fast. Other algorithms take more time, but this is  obtained in the attack on the company of the same
still enough for use in web applications. Berypt has the  name. To carry out the attack, a CS with an AMD
slowest speed, the other key generation functions take Ryzen 7 6800H central processor and an NVIDIA
about the same amount of time to calculate the hash  GeForce RTX 3050 Ti Laptop GPU was used. Hashcat
value. attack tool.

3.2. Security comparison. To analyze the security For algorithms that have sufficient protection
of the algorithms, attacks on sets of passwords were against existing CS or that have failed to be attacked
performed. The attacks used a full sweep method, a using the Hashcat tool. The analysis was carried out
dictionary attack was also performed for sets with  using research materials of independent organizations.
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As mentioned above, the MD5 [ssion....
algorithm is currently not considered suitable [t
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for hashing passwords, primarily due to the
presence of collisions.

Dictionary attacks performed. For the
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454 passwords or 90.98% were
received in 21 seconds;

498 passwords or 99.80% were
received in 3 minutes and 16 seconds;

it took 8 minutes and 3 seconds to
get all the passwords.

The most common 10,000 passwords
attack by the method of exhaustive search:
1078 passwords or 10.78% were
received in 4 seconds;

5495 passwords or 54.95%
received in 10 seconds;

7451 passwords or 74.51%
received in 27 seconds;

8977 passwords or 89.77%
received in 2 minutes 36 seconds;
9198 passwords or 91.98%
obtained in 4 minutes and 19 seconds;
9326 passwords were obtained in 9
minutes 34 seconds or 93.26% maximum
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speed of 7892 mega hashes per second, then
the sorting of passwords with a length of 9
characters began, which is unproductive for
equipment of this level;

in 2 hours, 9931 passwords or
99.31% were obtained, the predicted time for
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increasing the length of the password
increases the time to obtain it, but for more
powerful systems, this is not a problem.
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to confirm the results for long passwords
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[25].

The MD5 algorithm research results
from HiveSystems are shown below (Fig. 9).

The number of hash values that the RTX 2080
calculates in 1 second is 37085000000, for the current
most powerful GPU RTX 3090, this value is
69379700000. MD5 also lacks protection against
attacks using rainbow tables. For this reason, this
algorithm is not recommended for password protection.

SHA256 is still considered suitable for protecting
passwords, but it lacks protection against dictionary
attacks and rainbow tables.

Fig. 10. The most common 10,000 password attack by dictionary

Let's perform dictionary attacks. For the worst 500
passwords, it was possible to get 497 passwords or
99.60% in 3 seconds.

For the most common 10,000 passwords, it was
possible to get 9,471 passwords or 94.71% in 30
seconds (Fig. 10).

The worst 500 passwords brute force attack
(Fig. 11):
358 passwords or 71.74% were received in
2 seconds, these are passwords up to 6 characters long;
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The PBKDF2 algorithm is a key
generation function, it requires a salt and the
number of iterations, it basically uses the HF
of the SHA family.

Applications that use SHA256-based
PBKDF2 include password storage solutions
LastPass, 1Password, and Bitwarden. The
Hashcat tool supports PBKDF2 hashes in a
specific format, so open source data was
used for analysis. Below are the results of a
full sweep attack using the RTX 3090 GPU
from HiveSystems (Fig. 13) [25].

It can be seen that passwords with a
significant length and high entropy are quite
secure, the disadvantage of PBKDF2 is only
the possibility of increasing the security by
increasing the iterations.

Bcerypt is one of the slowest algorithms,
which should make brute force attacks more
difficult (Fig. 14).

Even when running a dictionary attack
in 6 minutes, only 146 passwords or 29.26%
were obtained. Which shows the impossibility of attacks
by the method of complete search on this CS.

ScatteredSecrets  research was studied to
investigate protection against more powerful CS and
FPGA [24]. Below for Bcrypt are hash calculations per
second for AMD EPYC 7401P CPU and Nvidia RTX-
2080Ti GPU (Table 2).

Fig.

Fig. 12. The most common 10,000 passwords attack
by the method of exhaustive search

13. Time to get a PBKDF2 SHA256 protected password
using an RTX 3090 [25]

The slow calculation speed on the GPU is due to
the fact that Berypt requires more than 4 kilobytes of
memory for maximum speed, while the RTX-2080Ti
only has 1 kilobyte. So, the current protection thanks to
the memory from graphics processors is enough, but
this parameter is unchanged and over time there may be
devices for which this will not be an obstacle.
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Fig. 14. The worst 500 passwords dictionary attack

Table 2 — Calculating Berypt hash values

Work FPGAs: hashes per GPU: hashes per
factor second second

05 25,200 28,000

07 6,300 7,000

08 3,150 3,500

10 788 875

11 394 438

12 197 219

14 98 109

John The Ripper password security auditing and
password recovery tool supports FPGA boards. They
are efficient enough to run 124 optimized Bcrypt cores
on an FPGA. This results in Bcrypt's high hash rate,
higher than the hash rate of the latest generation of high-
end GPUs (Table 3).

Table 3 — Calculation of hash values of Bcrypt using FPGA

require up to 1,085 NVIDIA Tesla P100 GPUs, costing
about $120 million [24].

4. Result Analysis

Below are the threats against which each of the
algorithms provides protection.

It can be seen from Table 4 that Argon2 and
Scrypt provide protection against the most threats, but
Scrypt does not have an implementation that can be
recommended as secure. Bcrypt does not have the
ability to configure the required memory, but the
amount used is enough to protect against GPU-based
attacks.

PBKDF2 provides protection against attacks using
the method of full traversal and the use of rainbow
tables, which is the minimum protection required. MD5
and SHA256 do not provide protection against modern
threats.

Table 4 — Defense analysis

FPGAs: hashes GPU: hashes
Work factor
per second per second
05 120k 28k

So, Berypt is a protected algorithm against modern
threats, but not the ability to configure protection due to
memory creates risks when using ASIC and FPGA.

Scrypt is an extension of the ideas of Bcrypt and
adds the ability to configure the amount of memory
required. But on SP.NET there are no popular
implementations that can be recommended for use in
real applications. According to research, the cost of
calculating a password using Scrypt is several times
more expensive than Bcrypt and several times more
expensive than PBKDF2 [23].

Argon2 is the winning algorithm for the 2015
Password Hashing Contest, the goal of the contest is to
select one or more password hashing functions that can
be recognized as a recommended standard.

According to research by RedHat, cracking the
eight-character passphrase used to unlock an encrypted
volume in about two seconds on a Raspberry PI could

Rainbow .
e Overrun cpU | EPcAY Imple
able attack o- | Asic menta-
Metrics attack Gslow | P tion
tec- | protec-
(presence | func- | o | Tigp | sect-
of salt) tion) rity
MD5 No No No No Yes
SHA256 | No No No No Yes
PBKDF2 | Yes Yes No No Yes
Berypt Yes Yes Yes | No Yes
Scrypt Yes Yes Yes | Yes No
Argon2 Yes Yes Yes | Yes Yes

Conclusion and Future Work

Password protection on SP .NET, which is
widespread in enterprise and web applications, is an
important issue. Hashing algorithms built into SP are
characterized by high speed and sufficient protection
against threats that existed at the time of their creation.
But the increasing power of CSs and the proliferation of
GPUs, ASICs, and FPGAs make CS that use these
algorithms  vulnerable. More modern alternative
algorithms have been created to protect against these
threats.
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As a result of the performed analysis, Argon2 is
the best algorithm for use on SP .NET. This algorithm
provides the most reliable protection at optimal speed,
the possibility of memory configuration provides
protection from ASIC and GPU. To support legacy
applications, you can use Bcrypt, the main threat of
which is ASIC. PBKDF2 with a sufficiently large

number of iterations is able to provide fairly reliable
protection, it should be used for applications.

Due to the lack of popular implementations, the
Scrypt algorithm is not recommended.

Further work in this direction may include the
creation of CS and software for full local analysis of all
algorithms.
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MeTonu Ta aATOPUTMH XeUTyBaHHS napoJiB Ha miaatdopmi .NET
B. M. ®enopuenko, O. A. €pomrenko, O. B. IlImatko, O. B. Konowmiitues, M. A. Omapos

AHoTanisi. Be0d-nonaTkuy, siKi MIUPOKO BUKOPHCTOBYIOTHCS JUIS HaJaHHS MOCIYT Ta 300py iHdopMmarii, cTaiu 0oCHOBHOIO
MIIICHHIO JUTS 3JI0BMHCHHUKIB, OCOOJIMBO 3 MOSBOIO JIEPKABHUX CEPBICIB, 10 00poOIstoTh KOHGIAeHIINHHI naHi. [Iporpamua
wiarpopma NET, nomynspHa s po3poOku BeO-monatkiB, BKmodae BOynoBaHi amroputmu xeuryBanHs (HA) Ta dyskuii
renepauii kmouiB (KDF) mis 3axucty naposniB. OgHak BoHM OyiM po3poOJieHi OHa | ABa AECSTUIITTS TOMY IUIS Pi3HUX DiBHIB
3arpo3. binbm cydacHi aneTepHaTHBH, Taki sk Berypt, Scrypt Ta Argon2, mpornoHyrOTh TOKpAIIEHHH 3aXUCT BiJ] Cy4aCHUX aTak 3
BukopuctanasiM GPU, ASIC ta FPGA, ane notpeGyioTh CTOPOHHBOTO BIIPOBAKEHHS. BpaxoByI0UrM KpUTHUHY POJIb 3aXHUCTY
MapoJiiB y 3axWcTi iHpOpMarii KOpHCTyBaya, [ JOCHIIPKCHHS BHBYA€ €(EKTHBHICTh PI3HHX MEXaHi3MIB XEIIyBaHHS Ha
mwiatpopmi .NET, mo € HarampHOIO TOTpeboro y 3abe3neueHHi Oe3neKkn cydyacHnX BeO-noaatkiB. [IpenMeToM BUBYCHHS B CTATTI
€ 0COOJIMBOCTI aNrOpUTMIB XellyBaHHs, BOYJIOBaHHX Ta JOCTYMHHX B Oi0miorekax mporpamHoi miatdopmu .NET st 3axucrty
HapoJIiB, IK OCHOBHOTO acleKTy ayTeHTH(ikalii KopucTyBadiB. MeTor poOOTH € MOPIBHSHHS Ta aHaJi3 AITOPUTMIB XEIIyBaHHS,
BOyIOBaHMX Ta JOCTymHHX B Oibmiorekax mnporpamuoi miaardopmu NET s 3axucty maposiB, SK OCHOBHOTO acIeKTy
ayTeHTH(iKalii KOPUCTYBadiB. IPOBEICHO aHAN3 Ta MOPIBHSIHHS aIrOPUTMIB XEIIyBaHHs], IOCTYNHHX Ha MPOrpaMHil
wiatopmi .NET. 3aBaannsi: po3riastHyTH BOyHoBaHi anroputmy, Taki sk MDS, SHA ta PBKDF2, a Takox cTopoHHI peaitizarii
cyJacHHX (YHKIiH BHBEJESHHS KIIOUIB, TakuxX sK Berypt, Scrypt Ta Argon2 Ta ZOCTIAWTH iX MIBUIKOIIIO Ta KPUNTOCTIHKICTB.
BukopucraHni MeTOAM: BKIIOYAINM BUMIPIOBAHHS IIBHIKOCTI XCUIyBaHHS Ul PI3HUX HAOOpIB MApOIiB Ta aHAJi3 CTIHKOCTI IO
aTak 3a JOIOMOTOIO TaKWX IHCTPYMEHTIB, sk Hashcat, Ta maHuMX He3aJeXHHUX JIOCIHiKEHb 3 Oe3meku. Pe3yabTaTH mMokasyioTs,
1110 X04a BOyIOBaHI aqroputMu, Taki sk MDS ta SHA256, € miBHAKAMH, BOHU He 3a0€3MMeUyr0Th 3aXKCTY BiJl CYYacHHX 3arpos,
TaKHX K aTaKd 3 BUKOPUCTAHHAM paiilyKHUX TaOnuub Ta cipobu noBHoro nepedopy 3 npuckoperusm Ha GPU. PBKDF2, sikuit
e craumaptiuM B ASP.NET Core Identity, 3abGe3meuye kpamyy Oe3meky, aje Bpa3iMBHH J0 arak 3 BHKOPHCTAHHSIM
cremianizoBaHoro obmagHanns. Cepel CydacHHX aurOpuTMiB Argon2 NpoJeMOHCTPYBaB HaiKpaiuuii OamaHc Oe3neku Ta
MIPOIYKTHBHOCTI, 3a0e3neuyioun 3axuct Big arak Ha ocHoBi GPU, ASIC ta FPGA. BucHoBku. JlociikeHHs AiHIIUIO BUCHOBKY,
mo Argon2 € pPEeKOMEHIOBAaHMM aJTOPUTMOM IS XellyBaHHS mnapomiB Ha miardpopmi .NET, a Berypt e mimxopmsmioro
aNbTepHATUBOK Ui 3actapinux jgonartkiB. PBKDF2 3 BHCOKOIO KUTBKICTIO iTepaiiid Bce IIe MOXKE 3a0€3MeYnTH HaTiHHUA
3axuct. IlepcnieKTHBHIM HANPSIMKOM ITOJAJBIIAX JIOCIIDKEHb MOXe OYTH BU3HAYEHHS MOXIIMBOCTI BUKOPHCTAHHS CYyYacHUX
(yHKIiH BUBECHHS KITIOYiB 3 IHTCHCHBHIM BHKOPHCTAHHSAM ITaM'sATi U1 ITiABUIEHHS Oe3neku mapodiiB y pogarkax .NET.

Kaw4oBi ciaoBa: xem-(yHKIis; aNropuT™ XellyBaHHs; (yHKIis FreHeparil KIFo4iB; KOMI'TOTEpHI CHCTEMH.
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